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Chapter 1: Problem 

1.1 Problem Statement 

The full details of the problem can be found at:  

https://acm.timus.ru/problem.aspx?space=1&num=1786. 

 

Scenario 

"A magician has come across a set of ancient scrolls in the library. He wishes to modify the letters in the 

scrolls so that the name "Sandro" appears in them. To do so, he will hire a corrector. Two possible 

modifications can be made: changing a letter in the scroll for another of the same case (uppercase letter to 

uppercase letter or lowercase letter to lowercase letter) or changing the case of a letter (uppercase to 

lowercase or vice versa). Each change will cost 5 gold coins each. What is the minimum cost of a 

modification to have the name "Sandro" appear in the scrolls? [1]" 

 

Input 

A single line of string input, A, consisting of both uppercase and lowercase English letters where  6 <= len(A) 

<= 200.   

 

Output 

The minimum amount of gold coins must be paid to the collector to make the name "Sandro" appear in the 

manuscript.  

 

Sample 

Input = “MyNameisAlexander” 

Output = 20 

 

  

https://acm.timus.ru/problem.aspx?space=1&num=1786
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1.2 Breakdown 

Given input A and string B, A[i] can be changed for another letter of the same case as B[i] or 

switch its case for the case of B[i].  

For each letter in A, there are three possible cases with two conditions: 

1. A[i] is the same letter as B[i] but of a different case, e.g. “a” and “A”. 

2. A[i] is the same case as B[i] but a different letter, e.g. “A” and “B”.  

3. A[i] is a different letter and a different case from B[i], e.g. “a” and “B”. 

 

If A[i] and B[i] is the same letter but in a different case, only one modification is needed: 

changing the case (5 gold coins). 

 

If A[i] and B[i] are different letters of the same case, only one modification is needed: 

changing the letter (5 gold coins). 

 

However, if A[i] and B[i] are different letters of different cases, two modifications are needed: 

changing the letter and the case (5 gold coins * 2 = 10 gold coins).  

 

Given the input “MyNameisAlexander”, the minimum amount that must be paid is 20 gold 

coins. This means that the string needs a minimum of 4 modifications to have the name 

“Sandro” appear in the manuscript.  

 

1.3 Different Approaches to The Problem 

This problem is essentially an "Edit Distance" task. To solve this, we can use Levenshtein's 

algorithm. However, in this project, we used a brute force approach.  

Our first implementation of the solution uses the brute-force approach.   
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Chapter 2: Implementation 

Our initial approach was to use a brute-force solution: loop through all the characters of both 

strings and check the operations required to match the character, case, or both.  

First, for each character in the input string (“MyNameisAlexander”), we compare the case and 

character to every character in “Sandro”. We initialize a variable “count” to 0 to keep track of 

the total amount of changes. Another global variable “mcount” holds the current minimum 

number of changes the string needs.  

Characters with the same case only need to be exchanged for another character, and the 

same characters with different cases only need their cases to be switched. In either case, the 

“count” is increased by 1. If a character is different in both the letter and the case, then both 

must be changed, and the “count” variable is incremented by two.   

After the nested for loop is completed, the variable “mcount” is reset to the lowest value 

between its current “mcount” value and the latest “count” value.  

Finally, to return the total minimum cost in gold coins, we return the variable “mcount” 

multiplied by 5 because each change costs five gold coins each.  
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Figure 0.1 Initial approach: Brute-force 

While this may not be the optimal solution, the brute-force approach was fast enough to pass 

the Timus Online Judge. The time complexity of this solution is O(kn), where “k” is the length 

of the desired string (“Sandro”) and “n” is the length of the input string 

(“MyNameisAlexander”). Because we do not use memoization, the space complexity of the 

algorithm itself is lower than the dynamic programming technique which has a space 

complexity of O(kn). Instead, we store only the two strings of lengths k and n, and four int 

variables (“remain”, “mcount”, “count”, and “t”).  

 

Another implementation is to use recursion rather than multiple for-loops. In this 

implementation, we created another function to hold the repetitive steps in the nested for 

loop.  

The function levenD(i) takes a single parameter, i, to be used as the index in place of the “for i 

in range(len(n))” statement. After each call to checkCase(i,t,i+len(k)), levenD(i) recursively 

calls itself with an incremented i value (levenD(i+1)).  
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The function checkCase(i, t, i + len(k)) checks all the conditions (letter and case) of each letter 

in the input and Sandro. Depending on the condition, count is incremented by either 1 (only 

one change needed to either the letter or the case), or 2 to signify a change in both the letter 

and the case.  

 

 

 

Figure 0.2 Using recursion to optimize the initial solution 
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Comparison of the initial approach and the use of recursion 

After comparing the runtimes of both approaches, the initial approach using for-loops is faster 

than the recursive version.  

 

Figure 0.3 Runtime of Initial Approach 

 

Figure 0.4 Runtime of Recursive version 

 

Figure 0.5 Submitting both versions on Timus Online Judge 

As seen in Figure 0.5, we submitted both solutions on Timus Online Judge. While both 

implementations passed, the first implementation using for-loops (ID = 9456707) uses less 

memory than the second implementation using recursive calls (ID = 9456706).  
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Other Solutions 

As mentioned earlier, the most popular solution to this problem uses Levenshtein's Distance 

algorithm.  

 

Figure 0.6 Levenshtein's Distance Algorithm [2] 

The code shown in Figure 0.6 is GeekForGeek’s implementation of Levenshtein’s Distance 

algorithm. The editDistance function has two base cases; if either str1 or str2 is empty, the 

function returns the length of the other string because it will need to insert every letter into 

the other string.  

 

If the last characters of both strings are the same, the function recursively calls itself, leaving 

out the last character of each string. It does not need to do any further functions on them 

because they are the same. Otherwise, it recursively calls itself again three times, once for 

each operation, and adds 1 and the minimum value of all three operations to get the lowest 

count possible.  

 

This implementation uses dynamic programming, finding the best solution for each 

overlapping subproblem to build up to the optimal solution [3].  

 

 



10 

 

 

To better understand the mechanisms of this approach, we can use a table to map the 

outputs.  

The first row and column are filled by numbers between 0 and n, where n is the length of the 

string. This is because the empty string must go through n insertions to be equal to the other 

string. These figures serve as the base case.  

From there, for each new item, we evaluate the minimum value from the boxes immediately 

next to it. The highlighted cells are those immediately next to it. If the characters in the 

corresponding row and column are different, its cell is filled with the minimum value + 1 [4].  

 

Figure 0.7 Levenshtein's Distance Trace Table 

Figure 0.7 shows the trace table when evaluating what value should fill the cell at “x” and “S”. 

Because the two letters are different, the value filled in the cell is the minimum value out of 

the three highlighted cells (1, 0, 1) add 1. The lowest value is 0, so the cell of “x” and “S” is 

filled by 1. If the characters are the same, the new value to be inserted is the same as the 

minimum value. This continues until all the cells are filled. The value in the last cell is the 

optimal solution.  

 

Figure 0.8 Complete trace table 
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The time complexity of this implementation is O(3n) because each subproblem is called three 

times. This can be improved by using memoization techniques as shown in Figure 0.9. With 

memoization, both the time and space complexity are O(m*n).   

  

Figure 0.9 Memoized version of Levenshtein's Distance Algorithm [2] 
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